**Chapter -8**

**Structure and Union**

**Introduction**

A structure is a collection of logically related data items grouped together under a single name. In structure the individual elements may differ in type, that’s why we can regard structure as a heterogeneous user-defined data type. The data items enclosed within a structure are known as members. A structure can be considered as a template used for defining a collection of variables under a single name. Structures help programmers to group elements of different data types into a single logical unit (Unlike arrays which permit a programmer to group only elements of same data type).

Syntax for structure definition is:

struct struct\_name

{

data\_type mem1;

data\_type mem2;

…………………

data\_type memn;

};

The structure definition starts with keyword *struct* followed by an identifier which is a tag name. The tag name is structure name and can be used for instantiating structure variable. struct\_name is referred to as structure name or structure tag name, and mem1, mem2, memn are known as structure members.

After the structure has been specified, the structure variable can be declared as standard data type:

struct struct\_name variable\_name;

Where *struct* is a required keyword, struct\_name is the name that appeared in the structure definition and variable\_name is structure variable of type struct\_name.

Suppose we want to store a date inside a C program. Then, we can define a structure called date with three elements day, month and year. The syntax of this structure is as follows:

struct date

{

int day;

int month;

int year;

};

Example 2

struct student

{

char name[15];

int roll;

float fee;

};

struct student st;

A structure type is usually defined at the beginning of a program. This usually occurs just after the main() statement in a file. Then a variable of this structure type is declared and used in the program. For example:

struct date order\_date;

Note : When you first define a structure in a file, the statement simply tells the C compiler that a structure exists, but causes no memory allocation. Only when a structure variable is declared, memory allocation takes place.

**Accessing members of structure**

For accessing any member of a structure variable, we use the dot(.) operator which is also known as the period or membership operator. Syntax:

structvariable\_name.member

**Initialization of structure Variables**

The syntax of initializing structure variables is similar to that of arrays. All the values are given in curly braces and the number, order and type of these values should be same as in the structure template definition.

Example

struct student

{

char name[15];

int roll;

float fee;

};

struct student st={“Sonia”,23,1450.50};

**Declaring and Initializing Multiple Variables**

struct student

{

char name[20];

int roll;

float marks;

}

std1 = {"Pritesh",67,78.3};

std2 = {"Don",62,71.3};

In this example, we have declared two structure variables in above code. After declaration of variable

we have initialized two variable.

std1 = {"Pritesh",67,78.3};

std2 = {"Don",62,71.3};

**Initializing Single member**

struct student

{

int mark1;

int mark2;

int mark3;

} sub1={67};

Though there are three members of structure,only one is initialized , Then remaining two members are initialized with Zero.

**Initializing inside main**

struct student

{

int mark1;

int mark2;

int mark3;

};

void main()

{

struct student s1 = {89,54,65};

- - - - -

- - - - -

- - - - -

};

When we declare a structure then memory won’t be allocated for the structure. i.e only writing below declaration statement will never allocate memory

struct student

{

int mark1;

int mark2;

int mark3;

};

We need to initialize structure variable to allocate some memory to the structure.

struct student s1 = {89,54,65};

**Declaring Structure Variable**

In C we can group some of the user defined or primitive data types together and form another compact way of storing complicated information is called as Structure. Let us see how to declare structure in c programming language –

Syntax Of Structure in C Programming :

struct tag

{

data\_type1 member1;

data\_type2 member2;

data\_type3 member3;

};

Structure Alternate Syntax :

struct <structure\_name>

{

structure\_Element1;

structure\_Element2;

structure\_Element3;

...

...

};

Some Important Points Regarding Structure in C Programming :

1. Struct keyword is used to declare structure.

2. Members of structure are enclosed within opening and closing braces.

3. Declaration of Structure reserves no space.

4. It is nothing but the “ Template / Map / Shape ” of the structure .

5. Memory is created , very first time when the variable is created /Instance is created.

Different Ways of Declaring Structure Variable :

Immediately after Structure Template

struct date

{

int date;

char month[20];

int year;

}today;

// 'today' is name of Structure variable

Declare Variables using struct Keyword

struct date

{

int date;

char month[20];

int year;

};

struct date today;

where “date”is name of structure and “today” is name of variable.

Declaring Multiple Structure Variables

struct Book

{

int pages;

char name[20];

int year;

}book1,book2,book3;

We can declare multiple variables separated by comma directly after closing curly.

Write a program to read name, rollno and fee of a student and display it on screen using structure.

#include<stdio.h>

#include<conio.h>

void main()

{

struct student

{

char name[15];

int roll;

float fee;

};

struct student st;

clrscr();

printf("Enter name rollno and fee of a student\n");

scanf("%s%d%f",st.name,&st.roll,&st.fee);

printf("\nDisplaying information\n");

printf("Name=%s \nRollno=%d \nFee=%f",st.name,st.roll,st.fee);

getch();

}

**Output**
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**Array of structures**

We can declare array of structures where each element of array is of structure type. Structure is collection of different data type. An object of structure represents a single record in memory, if we want more than one record of structure type, we have to create an array of structure or object. As we know, an array is a collection of similar type, therefore an array can be of structure type.

Syntax for declaring structure array

struct struct-name

{

datatype var1;

datatype var2;

- - - - - - - - -

- - - - - - - - -

datatype varN;

};

struct struct-name obj [ size ];

Example

#include<stdio.h>

struct Employee

{

int Id;

char Name[25];

int Age;

long Salary;

};

void main()

{

int i;

struct Employee Emp[ 3 ]; //Statement 1

for(i=0;i<3;i++)

{

printf("\nEnter details of %d Employee",i+1);

printf("\n\tEnter Employee Id : ");

scanf("%d",&Emp[i].Id);

printf("\n\tEnter Employee Name : ");

scanf("%s",&Emp[i].Name);

printf("\n\tEnter Employee Age : ");

scanf("%d",&Emp[i].Age);

printf("\n\tEnter Employee Salary : ");

scanf("%ld",&Emp[i].Salary);

}

printf("\nDetails of Employees");

for(i=0;i<3;i++)

printf("\n%d\t%s\t%d\t%ld",Emp[i].Id,Emp[i].Name,Emp[i].Age,Emp[i].Salary);

}

Output :

Enter details of 1 Employee

Enter Employee Id : 101

Enter Employee Name : Suresh

Enter Employee Age : 29

Enter Employee Salary : 45000

Enter details of 2 Employee

Enter Employee Id : 102

Enter Employee Name : Mukesh

Enter Employee Age : 31

Enter Employee Salary : 51000

Enter details of 3 Employee

Enter Employee Id : 103

Enter Employee Name : Ramesh

Enter Employee Age : 28

Enter Employee Salary : 47000

Details of Employees

101 Suresh 29 45000

102 Mukesh 31 51000

103 Ramesh 28 47000

In the above example, we are getting and displaying the data of 3 employee using array of object. Statement 1 is creating an array of Employee Emp to store the records of 3 employees.

* Define a structure containing members as roll no, name, course and semester and write program to input information about ‘n’ students and display the name and course of all students.

#include<stdio.h>

#include<conio.h>

void main()

{

struct student

{

int roll;

char name[15];

char course[15];

char sem[15];

};

struct student st[100];

int i,n;

clrscr();

printf("\nHow many students are there: ");

scanf("%d",&n);

for(i=0;i<n;i++)

{

printf("\n Enter rollno, name, course and semester: ");

scanf("%d%s%s%s",&st[i].roll,st[i].name,st[i].course,st[i].sem);

}

printf("\nName\tCourse");

for(i=0;i<n;i++)

{

printf("\n%s\t%s",st[i].name,st[i].course);

}

getch();

}

Output
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**Arrays within structure**

We can have an array as a member of structure.

Syntax for array within structure

struct struct-name {

datatype var1; // normal variable

datatype array [size]; // array variable

- - - - - - - - -

- - - - - - - - -

datatype varN;

};

struct struct-name obj;

Example

* Write a program to read rollno, name and marks of students in 5 different subjects for ‘n’ students and display all records of students in appropriate format.

#include<stdio.h>

#include<conio.h>

void main()

{

struct student

{

int roll;

char name[15];

int submarks[5];

};

struct student st[100];

int i,j,n;

clrscr();

printf("\nHow many students are there: ");

scanf("%d",&n);

for(i=0;i<n;i++)

{

printf("\n Enter rollno, name: ");

scanf("%d%s",&st[i].roll,st[i].name);

for(j=0;j<5;j++)

{

printf("\n Enter subject marks for %s: ",st[i].name);

scanf("%d",&st[i].submarks[j]);

}

}

printf("\nRollno\tName\tsub1\tsub2\tsub3\tsub4\tsub5");

for(i=0;i<n;i++)

{

printf("\n%d\t%s",st[i].roll,st[i].name);

for(j=0;j<5;j++)

{

printf("\t%d",st[i].submarks[j]);

}

}

getch();

}

Output
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**Nested structure**

The members of a structure can be of any data type including another structure type i.e we can include a structure within another structure. A structure variable can be a member of another structure. This is called nesting of structure.

Syntax:

struct struct\_name1

{

data\_type mem1;

data\_type mem2;

…………………

data\_type memn;

};

struct struct\_name2

{

data\_type mem1;

data\_type mem2;

…………………

struct\_name1 structure\_variable1;

data\_type memn;

};

struct\_name2 structure\_variable2;

Example

* Define a structure **date** having integer members to store day, month and year. Define another structure **student** having members as rollno, name and date\_of\_birth. Now write a program to accept and display information about ‘n’ students.

#include<stdio.h>

#include<conio.h>

void main()

{

struct date

{

int year;

int month;

int day;

};

struct student

{

int roll;

char name[15];

struct date dob;

};

struct student st[100];

int i,n;

clrscr();

printf("\n How many students are there: ");

scanf("%d",&n);

for(i=0;i<n;i++)

{

printf("\n Enter rollno,name and date of birth in (year-month-day): ");

scanf("%d%s%d%d%d",&st[i].roll,st[i].name,&st[i].dob.year,&st[i].dob.month,&st[i].dob.day);

}

printf("\nRollno\tName\tDOB(Year-Month-Day)");

for(i=0;i<n;i++)

{

printf("\n%d\t%s\t%d-%d- %d",st[i].roll,st[i].name,st[i].dob.year,st[i].dob.month,st[i].dob.day);

}

getch();

}

Output
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**Pointer to structure**

We can have pointer to structure, which can point to the starting address of a structure variable. These pointers are called structure pointers. While accessing structure members through pointers we have to use arrow operator (->) which is formed by hyphen symbol and greater than symbol.

Example

#include<stdio.h>

#include<conio.h>

void main()

{

struct customer

{

int id;

char name[15];

char address[15];

};

struct customer cu={1,"Binod","Bharatpur"};

struct customer \*ptr;

ptr=&cu;

clrscr();

printf("\n ID :%d",ptr->id);

printf("\n Name :%s",ptr->name);

printf("\n Address :%s",ptr->address);

getch();

}

Output

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKgAAABTCAIAAACEfNs5AAAAAXNSR0IArs4c6QAAA4ZJREFUeF7tnFtuxCAMRdsuchY5q2wkJAvZGDCQkMycfE0jHuZcAwZH/fnhgQAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIACBEwn81tt+v99S4PV6Hb/zN8ef6eXMkxqcb2fGhi+s+1cfs+jh/VB+ECU4WT3aHeWFQEP4HrfoFO8opkp2VkStMwhMCT9p0LGKsMJPMhyufp3wyDws0hkVrxP+DOtpc5gAwg+je3bF64S3wd2zyT3c+inhOYI/V/2dFzj2OEeQ/1xPwnIIQAACEIAABCAAAQhA4GIC7nFOndG3H9mbZ79VFkpHn322bFzg3Cdzmn8QUPwkZNWM+Wy9A/n4XdpHr3jJ/oVcv7HUq7bsVJP5oVbIfOEd+1rLLt22Ta/3w2wpbJfuij32U7MQzQcVbu/xFRYVdYsek+sxwKjuQJ2OUoldlK989prfTtLY8adFuLgF2E/zksCVKlEPkCV97R60KjaMDmdX+bbwh2W59gIoNCGSWvLsGi39BoK7XbCiwd0uOx/ab9eMXzg25FwIc6apsPAS2B8S9pyn8/KhfVQdz2RHF9exG5AEjxUinj3Rcc1Apy4EIAABCEAAAhCAAAQgAIF5Ao3Pq9MBqXhJZ5MfyRrv/bytS1qwF73qUBq6kRwwyeM50NRMla58fP1aXnV/NriZ0R51vbz+NWavzS/MoKgJ3598m7Hg7LrcFRYJt9Oy+QJu89/5HMrXeXmvcp15eS/NGn1fd53OdK0Yf4yxmLpNvSgCUtgbV5FY3pTHx866fEsq9huaQiPCK1s9FnbMOdMiXA965X1otCoKKWqZJCzeLnsO0Vk+963c7KLGnvD57PL67WHS3uPVUundtzfv4b0IUbVvQ630xnvfM8hiGckFeAuM1EoWetuzHVe9/LDBquJkUNL+50cqWTJpt2ot/SmPWgOLkly8Z4tD10ErN1oLrcJ8uKNwdm5S+M7qlemopn6zwYsdpWnPTQrcRXiRJ9cp19h7fxOOUTO2u+N4cGeDIFmZbRCnwqjOIMsLvoqtdaK3W7WNHlQUNjyuYvCVt9bJoZNnJwGK3YXAltl/l6X+LiJ8jR3tu/qvQbFnoPnWM3lC2zMAeoUABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQg8GwC/8Ygdk8Hc/sxAAAAAElFTkSuQmCC)

**Passing structure to function**

We can pass whole structure as an argument to a function. In C, structure can be passed to functions by two methods:

1. Passing by value (passing actual value as argument)

2. Passing by reference (passing address of an argument)

# Passing structure by value

A structure variable can be passed to the function as an argument as normal variable. If structure is passed by value, change made in structure variable in function definition does not reflect in original structure variable in calling function.

Write a C program to create a structure student, containing name and roll. Ask user the name and roll of a student in main function. Pass this structure to a function and display the information in that function.

#include <stdio.h>

struct student

{

char name[50];

int roll;

};

void Display(struct student stu); /\* function prototype should be below to the structure declaration otherwise compiler shows error \*/

int main()

{

struct student s1;

printf("Enter student's name: ");

scanf("%s",&s1.name);

printf("Enter roll number:");

scanf("%d",&s1.roll);

Display(s1); // passing structure variable s1 as argument

return 0;

}

void Display(struct student stu)

{

printf("Output\nName: %s",stu.name);

printf("\nRoll: %d",stu.roll);

}

Output

Enter student's name: Kevin Amla

Enter roll number: 149

Output

Name: Kevin Amla

Roll: 149

# Passing structure by reference

The address location of structure variable is passed to function while passing it by reference. If structure is passed by reference, change made in structure variable in function definition reflects in original structure variable in the calling function.

Write a C program to add two distances(feet-inch system) entered by user. To solve this program, make a structure. Pass two structure variable (containing distance in feet and inch) to add function by reference and display the result in main function without returning it.

#include <stdio.h>

struct distance

{

int feet;

float inch;

};

void Add(struct distance d1,struct distance d2, struct distance \*d3);

int main()

{

struct distance dist1, dist2, dist3;

printf("First distance\n");

printf("Enter feet: ");

scanf("%d",&dist1.feet);

printf("Enter inch: ");

scanf("%f",&dist1.inch);

printf("Second distance\n");

printf("Enter feet: ");

scanf("%d",&dist2.feet);

printf("Enter inch: ");

scanf("%f",&dist2.inch);

Add(dist1, dist2, &dist3);

/\*passing structure variables dist1 and dist2 by value whereas passing structure variable dist3 by reference \*/

printf("\nSum of distances = %d\'-%.1f\"",dist3.feet, dist3.inch);

return 0;

}

void Add(struct distance d1,struct distance d2, struct distance \*d3)

{

/\* Adding distances d1 and d2 and storing it in d3 \*/

d3->feet=d1.feet+d2.feet;

d3->inch=d1.inch+d2.inch;

if (d3->inch>=12)

{

/\* if inch is greater or equal to 12, converting it to feet. \*/

d3->inch-=12; ++d3->feet;

}

}

Output

First distance

Enter feet: 12

Enter inch: 6.8

Second distance

Enter feet: 5

Enter inch: 7.5

Sum of distances = 18'-2.3"

Example

#include<stdio.h>

#include<conio.h>

void display(struct customer);

struct customer

{

int id;

char name[15];

char address[15];

};

void main()

{

struct customer cu={1,"Binod","Bharatpur"};

clrscr();

display(cu);

getch();

}

void display(struct customer c)

{

printf("\n ID :%d",c.id);

printf("\n Name :%s",c.name);

printf("\n Address :%s",c.address);

}

Output

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKcAAABTCAIAAAB1d4C0AAAAAXNSR0IArs4c6QAAA5pJREFUeF7tnE2O2zAMRpseMps5Qo/TWwToYXqZWdeACoKgRNqUIstJXlYZRT/U+yiakoy5/frz/YPPhxG4ff3++2FTZroQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAT+E7h5JB6Ph/x0v9+377pk+7MUjnxKh+P9jNjwmW1/etMWMbwvxgmy+AabZ4ejvibgqh5jaq7+IGwYjZF8rRd2qj5o9OY0BPZBhiPNz1AdjUcUmtH2DNVn2E2fIwRQfYTeq7Y9Q/UtdyN9u5SDdKrOVvtSKmaNWXNKUy99UvqsctSHAAQgAAEIQAACEIAABD6HQGPnZvbiy7fmu9u8Z1koA739NtI9pbnOaZq+4E/d8GbX7tuLLUCis7lVwmdPcLnTy/q3G+FNR/Uik5VhAqOOt30vXdURu+7TG30zWyrXETuwp35jLIvyhepHz/UARCBt0120GB10Yu856CVBvmIc5e1DfRTh68mX2NuM/PXrdUXdoElWfonkz330PCsZzE5nYf2dOzctvNBJLYUilXwWTpWhD2VzqzBls7lVdr7uuJ336x0TRssOaJOaJFSXNH7T78i+WddPPTvNTkye4uI39XNHssUAk2dPdl6TlKBbCEAAAhCAAAQgAAEIQAACHgH3zeiyF2oew9W3GqV3r/wi9OtzXLP/TJ05dkzK49nR1WCTnfv1+MjdjD2b2uBUvXv6c8x+7t3BIIq26sev1AaHn9qc08BEhA9uJM0RWPOMbKujI+f2vY783s1ptjx2mvpAsPbmpqn15b1MSgjszqvZSTE45nPQSG1SdvHk3psTgzzPaJYX+/ra6oY6e+gLy7teVQ/XHFT7cfOwOXY4EakpsKe6yZxSh9zGLaLnuomQ3jC7w3spoem/zq1KiVeedXCpL+f8nhNoVYLHRD2vUtl0222n17DP43Vv0X8jMrcgg9ab3sqf8jGhr6nHCUD1HMWbY8rGh54LLWA+MlDizm1Q9YPNg4VoFv1uhyd7ya4916mwXnXRRoukBfbKrwMxZckVfLEnmzPZmZdl6ChtguRuVqUDvu7flGdxm/p1xiBj1T+ZbLRpSZzl6V91kqgTDlNeZ8EjBFK4qDyLwKp1vz7CzyJKvz6B6BweblMJBE/AqePSOQQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAgBP4Be2x6Hju//j0AAAAASUVORK5CYII=)

**Passing array of structure to function**

We can pass the array of structure to function, where each element of array is of structure type.

Example

#include<stdio.h>

#include<conio.h>

struct customer

{

int id;

char name[15];

char address[15];

};

void display(struct customer c[]);

void main()

{

struct customer cu[3]={{1,"Binod","Bharatpur"},{2,"Nabin","Pokhara"},{3,"Dibya","Kathmandu"}};

clrscr();

display(cu);

getch();

}

void display(struct customer c[])

{

int i;

printf("\nId\tName\tAddress ");

for(i=0;i<3;i++)

{

printf("\n%d\t%s\t%s",c[i].id,c[i].name,c[i].address);

}

}

Output

![](data:image/png;base64,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)

* Write a program that reads names and ages of ‘n’ students into the computer and rearrange the names into alphabetical order using the structure variables.

#include<stdio.h>

#include<conio.h>

#include<string.h>

void main()

{

struct student

{

char name[15];

int age;

};

struct student st[100],temp;

int i,j,n;

clrscr();

printf("How many students are there: ");

scanf("%d",&n);

for(i=0;i<n;i++)

{

printf("\n Enter student name and age: ");

scanf("%s%d",st[i].name,&st[i].age);

}

for(i=0;i<n-1;i++)

{

for(j=i+1;j<n;j++)

{

if(strcmp(st[i].name,st[j].name)>0)

{

temp=st[i];

st[i]=st[j];

st[j]=temp;

}

}

}

printf("\nName\tAge");

for(i=0;i<n;i++)

{

printf("\n%s\t%d",st[i].name,st[i].age);

}

getch();

}

Output

![](data:image/png;base64,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)

**Union**

Union is a derived data type like structure which can contain members of different data type. Union members share the same memory locations. Compiler allocates sufficient memory to hold the largest member in the union. We can use only one member at a time. Union is used for saving memory. Union can be defined in same manner as structures just the keyword used in defining union in union where keyword used in defining structure was struct.

Syntax for defining union

union union\_name

{

data\_type mem1;

data\_type mem2;

…………………

data\_type memn;

};

Union variables can be created in similar manner as structure variable.

union car{

char name[50];

int price;

}c1, c2, \*c3;

OR;

union car{

char name[50];

int price;

};

-------Inside Function----------

union car c1, c2, \*c3;

In both cases, union variables c1, c2 and union pointer variable c3 of type union car is created. Accessing members of an union

The member of unions can be accessed in similar manner as that structure. Suppose, we you want to access price for union variable c1 in above example, it can be accessed as c1.price. If you want to access price for union pointer variable c3, it can be accessed as (\*c3).price or asc3->price.

Like structure variable union variable is also needed to be declared for accessing members of union.

Syntax

union union\_name union\_variable;

Example

#include<stdio.h>

#include<conio.h>

void main()

{

union student

{

int roll;

char name[15];

};

union student st;

clrscr();

printf("\n Enter roll no: ");

scanf("%d",&st.roll);

printf(" Rollno :%d",st.roll);

printf("\n Enter name: ");

scanf("%s",st.name);

printf(" Name :%s",st.name);

getch();

}

Output
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* Difference between structure and union

|  |  |
| --- | --- |
| **Structure** | **Union** |
| 1. Memory occupied by structure is sum of individual data type. | 1. Memory occupied by union is of highest data type of all. |
| 1. Can take part in complex data structure. | 1. Cannot take part in complex data structure. |
| 1. Keyword struct is used. | 1. Keyword union is used. |
| 1. Every element value’s are independent to each other. | 1. If any of the values of any element has been changed there is direct impact to the other elements values. |
| 1. Memory allocation of every element is independent to each other thereby the memory allocation is sum of every element. | 1. Memory allocation is performed by sharing the memory with highest data type. |
| 1. All members can be accessed simultaneously. | 1. Only one member is active at a time, so only one member can be accessed at a time. |
| 1. Syntax   struct struct\_name  {  data\_type mem1;  data\_type mem2;  …………………  data\_type memn;  }; | 1. Syntax   union union\_name  {  data\_type mem1;  data\_type mem2;  …………………  data\_type memn;  }; |

Though unions are similar to structure in so many ways, the difference between them is crucial to understand. This can be demonstrated by this example:

#include <stdio.h>

union job

{ //defining a union

char name[32];

float salary;

int worker\_no;

}u;

struct job1

{

char name[32];

float salary;

int worker\_no;

}s;

int main()

{

printf("size of union = %d",sizeof(u));

printf("\nsize of structure = %d", sizeof(s));

return 0;

}

Output

size of union = 32

size of structure = 40

There is difference in memory allocation between union and structure as suggested in above example. The amount of memory required to store a structure variables is the sum of memory size of all members.

But, the memory required to store a union variable is the memory required for largest element of an union.

What difference does it make between structure and union?

As you know, all members of structure can be accessed at any time. But, only one member of union can be accessed at a time in case of union and other members will contain garbage value.

#include <stdio.h>

union job {

char name[32];

float salary;

int worker\_no;

}u;

int main(){

printf("Enter name:\n");

scanf("%s",&u.name);

printf("Enter salary: \n");

scanf("%f",&u.salary);

printf("Displaying\nName :%s\n",u.name);

printf("Salary: %.1f",u.salary);

return 0;

}

Output

Enter name

Hillary

Enter salary

1234.23

Displaying

Name: f%Bary

Salary: 1234.2

Note: You may get different garbage value of name.

* Difference between array and structure

|  |  |
| --- | --- |
| **Array** | **Structure** |
| 1. Array is a built-in data type. | 1. Structure is a derived data type. |
| 1. Array holds the group of same elements under a single name. | 1. Structure holds the group of different elements under a single name. |
| 1. We cannot have array of array. | 1. We can have array of structure. |
| 1. Memory occupied by an array is the multiple of no of index | 1. Memory occupied by structure is sum of individual data type. |
| 1. Cannot take part in complex data structure. | 1. Can take part in complex data structure. |
| 1. Cannot be used in program to interact with hardware. | 1. Can be used in program to interact with hardware. |
| 1. Syntax for declaration   data\_type arrayname[subscript]; | 1. Syntax for declaration   struct struct\_name  {  data\_type mem1;  data\_type mem2;  …………………  data\_type memn;  }; |

# Pointer to structure

We have already learned that a pointer is a variable which points to the address of another variable of any data type like int, char, float etc. Similarly, we can have a pointer to structures, where a pointer variable can point to the address of a structure variable. Here is how we can declare a pointer to a structure variable.

struct dog

{

char name[10];

char breed[10];

int age;

char color[10];

};

struct dog spike;

// declaring a pointer to a structure of type struct dog

struct dog \*ptr\_dog

This declares a pointer ptr\_dog that can store the address of the variable of type struct dog. We can now assign the address of variable spike to ptr\_dog using & operator.

ptr\_dog = &spike;

Now ptr\_dog points to the structure variable spike.